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1. Постановка задачи

Создать шаблон динамического массива, при этом: в качестве параметра шаблона коллекция должна принимать тип данных, коллекция должна возвращать итераторы begin() и end(), коллекция должна содержать метод вставки insert, коллекция должна содержать метод удаления erase, итератор должен быть совместим со стандартными алгоритмами (например, std::count\_if). Коллекция должна использовать аллокатор, который будет выделять и освобождать память для элементов.

1. Описание программы

Программа позволяет вводить с клавиатуры фигуры типа int(по заданию) и добавлять их в коллекцию. Из коллекции можно удалять фигуры по индексу, а также выводить на экран уже введенные фигуры с их свойствами. Также можно узнать число объектов, площадь которых меньше введенного значения. Для всех входных данных ловятся исключения, например существующий ли индекс вводится или правильность ввода квадрата. Для проверки, является ли число квадратом, я проверяю равенство всех его сторон и прямой ли один из его углов. В реализации вектора учтены все основные функции коллекции, такие как pushback, size, empty и тд.. Для квадрата определены нахождение площади, геометрический центр и вывод координат.

1. Набор testcases
2. add 1 1 2 1 2 2 1 2 print 0 - правильный ввод квадрата, программа должна добавить фигуру в вектор, а затем вывести координаты фигуры, площадь, центр
3. add 1 1 2 1 2 2 1 2 del 0 del 0 - сначала программа должна добавить элемент, потом удалить элемент, затем элементов не будет - надо вывести сообщение об ошибке
4. add 1 1 2 2 3 3 4 4 - добавление неправильного квадрата, сообщение об ошибке
5. add 100 100 500 100 500 500 100 500 add 1 1 2 1 2 2 1 2 lessthan 5 - проверка сравнения площадей с данной, в данном случае только одна площадь меньше 5, должен последовать вывод числа 1.
6. Результаты выполнения тестов.
7. add 1 1 2 1 2 2 1 2

Square added

print 0

A = (1, 1) B = (2, 1)

C = (2, 2) D = (1, 2)

centr: (1.00, 1.00)

area: 1.00 //фигура добавлена, данные выведены, все верно

1. add 1 1 2 1 2 2 1 2 del 0 del 0

Square added

Element was deleted

Invalid index // элементов не осталось, все верно

с) add 1 1 2 2 3 3 4 4

It`s not a Square // введены неверные координаты, все верно

d) add 100 100 500 100 500 500 100 500 add 1 1 2 1 2 2 1 2 lessthan

Square added

Square added

1 // у первого квадрата площадь больше 5, все верно

1. Листинг программы

**figure.hpp**

#include <iostream>

#include <iomanip>

#include <cmath>

template <class A, class B>

class myPair : public std::pair<A, B> {

public:

myPair() : std::pair<A, B>() {

this->first = 0;

this->second = 0;

}

myPair(A firstI, B secondI) : std::pair<A, B>() {

this->first = firstI;

this->second = secondI;

}

friend std::ostream& operator<< (std::ostream &out, const myPair<A,B> &point) {

out << std::fixed << std::setprecision(2) << '(' << point.first << ", " << point.second << ')';

return out;

}

friend std::istream& operator>> (std::istream &in, myPair<A,B> &point) {

in >> point.first;

in >> point.second;

return in;

}

};

template <class T>

double distance(myPair<T,T> a, myPair<T,T> b) {

return sqrt((a.first - b.first) \* (a.first - b.first) + (a.second - b.second) \* (a.second - b.second));

}

template <class T>

class Figure {

public:

using Point = myPair<T,T>;

Point points[4];

};

template <class T>

class Square : public Figure<T> {

public:

using Point = myPair<T,T>;

Square(Point a, Point b, Point c, Point d) {

Figure<T>::points[0] = a;

Figure<T>::points[1] = b;

Figure<T>::points[2] = c;

Figure<T>::points[3] = d;

}

};

template <class T>

void printCoor(Figure<T>& sq) {

std::cout << "A = " << sq.points[0] << "\tB = " << sq.points[1] << "\nC = " << sq.points[2] << "\tD = " << sq.points[3] << '\n';

}

template <class T>

auto centr(Figure<T>& sq) {

myPair<double, double> cnt;

cnt.first = (sq.points[0].first + sq.points[1].first + sq.points[2].first + sq.points[3].first) / 4;

cnt.second = (sq.points[0].second + sq.points[1].second + sq.points[2].second + sq.points[3].second) /4;

return cnt;

}

template <class T>

double area (Figure<T>& sq) {

return pow(distance(sq.points[0], sq.points[1]),2);

}

**vector.hpp**

//Хренов Геннадий

// вектор

#include <algorithm>

#include <cassert>

#include <memory>

#include <iostream>

template <typename T>

class TVector {

public:

using value\_type = T;

using iterator = value\_type\*;

TVector():

already\_used\_(0), storage\_size\_(0), storage\_(nullptr)

{

}

TVector(int size, const value\_type& default\_value = value\_type()):

TVector()

{

assert(size >= 0);

if (size == 0) {

return;

}

already\_used\_ = size;

storage\_size\_ = size;

storage\_ = std::make\_unique<value\_type[]>(size);

std::fill(storage\_.get(), storage\_.get() + already\_used\_, default\_value);

}

int size() const { return already\_used\_; }

bool empty() const

{

return size() == 0;

}

iterator begin() const

{

return storage\_.get();

}

iterator end() const

{

if (storage\_.get()) {

return storage\_.get() + already\_used\_;

}

return nullptr;

}

void insert(iterator pos, value\_type val) {

if (already\_used\_ < storage\_size\_) {

std::copy(pos, storage\_.get() + already\_used\_, pos + 1);

\*pos = val;

++already\_used\_;

return;

}

int next\_size = 1;

if (storage\_size\_) {

next\_size = storage\_size\_ \* 2;

}

TVector next(next\_size);

next.already\_used\_ = already\_used\_;

if (storage\_.get()) {

std::copy(storage\_.get(), storage\_.get() + storage\_size\_, next.storage\_.get());

}

next.insert(pos, val);

Swap(\*this, next);

}

void erase(iterator pos) {

std::copy(pos + 1, storage\_.get() + already\_used\_, pos);

--already\_used\_;

}

friend void Swap(TVector& lhs, TVector& rhs)

{

using std::swap;

swap(lhs.already\_used\_, rhs.already\_used\_);

swap(lhs.storage\_size\_, rhs.storage\_size\_);

swap(lhs.storage\_, rhs.storage\_);

}

TVector& operator=(TVector other)

{

Swap(\*this, other);

return \*this;

}

TVector(const TVector& other):

TVector()

{

TVector next(other.storage\_size\_);

next.already\_used\_ = other.already\_used\_;

if (\*(other.storage\_) ) {

std::copy(other.storage\_.get(), other.storage\_.get() + other.storage\_size\_, next.storage\_.get());

}

swap(\*this, next);

}

~TVector()

{

storage\_size\_ = 0;

already\_used\_ = 0;

}

void push\_back(const value\_type& value)

{

if (already\_used\_ < storage\_size\_) {

storage\_[already\_used\_] = value;

++already\_used\_;

return;

}

int next\_size = 1;

if (storage\_size\_) {

next\_size = storage\_size\_ \* 2;

}

TVector next(next\_size);

next.already\_used\_ = already\_used\_;

if (storage\_.get()) {

std::copy(storage\_.get(), storage\_.get() + storage\_size\_, next.storage\_.get());

}

next.push\_back(value);

Swap(\*this, next);

}

value\_type& At(int index)

{

if (index < 0 || index > already\_used\_) {

throw std::out\_of\_range("You are doing this wrong!");

}

return storage\_[index];

}

value\_type& operator[](int index)

{

return At(index);

}

private:

int already\_used\_;

int storage\_size\_;

std::unique\_ptr<value\_type[]> storage\_;

};

**allocator.h**

// Хренов Геннадий

// Аллокатор

#ifndef ALLOCATOR\_H

#define ALLOCATOR\_H

#include "vector.h"

#include <cstdlib>

template <class T, size\_t BLOCK\_SIZE>

class Allocator {

public:

using value\_type = T;

using pointer = T\*;

using const\_pointer = const T\*;

using size\_type = std::size\_t;

Allocator() noexcept : Buffer(nullptr), FreeBl(0)

{

static\_assert(BLOCK\_SIZE > 0, "Block size is lower then 0");

}

~Allocator() noexcept

{

free(Buffer);

}

template <class U>

struct rebind {

using other = Allocator<U, BLOCK\_SIZE>;

};

T\* allocate(size\_t n)

{

if (!Buffer) {

Buffer = (T\*)malloc(BLOCK\_SIZE \* sizeof(T));

FreeBl.Resize(BLOCK\_SIZE);

FreeBlocksFill();

}

int i = SearchFreeSpace(n);

FreeBl.Erase(FreeBl.begin() + i - n + 1, FreeBl.begin() + i + 1);

return Buffer + i;

}

void deallocate(T\* ptr, size\_t n)

{

for (int i = 0; i < n; ++i) {

FreeBl.PushBack(ptr + i);

}

}

template <typename U, typename ...Args>

void construct(U\* p, Args&& ...args) {

new (p) U(std::forward<Args>(args)...);

}

void destroy(pointer p) {

p->~T();

}

private:

T\* Buffer;

vector<T\*> FreeBl;

void FreeBlocksFill()

{

for (int i = 0; i < BLOCK\_SIZE; ++i) {

FreeBl[i] = Buffer + i;

}

}

int SearchFreeSpace(size\_t n)

{

size\_t total = 0;

int i = FreeBl.Size() - 1;

for (; i >= 0; --i) {

total = 1;

for (int j = i; j > 0 && total < n; --j) {

if (FreeBl[j] - FreeBl[j - 1] == 1)

++total;

}

if (total >= n)

break;

}

if (total < n)

throw std::bad\_alloc();

return i;

}

};

#endif

**lab6.cpp**

//Хренов Геннадий М80-207Б

// cоздание динамического массива

// фигура - квадрат

// Программа позволяет вводить с клавиатуры фигуры типа int(по заданию)

//и добавлять их в коллекцию. Из коллекции можно удалять фигу

//ры по индексу, а также выводить на экран уже введенные фигуры с их свойствами.

//Также можно узнать число объектов, площадь которых меньше введенного значения.

//Для всех входных данных ловятся исключения,

//например существующий ли индекс вводится или правильность ввода квадрата.

#include <iostream>

#include <utility>

#include <algorithm>

#include <map>

#include "vectoriter.cpp"

#include "figure.hpp"

bool isSquare(myPair<int,int> a, myPair<int,int> b, myPair<int,int> c, myPair<int,int> d)

{

if (distance(a, b) == distance(c,d)) {

if (distance(b,c) == distance(a,d)) {

if(distance(a,b) == distance(b,c)) {

if ((int)(pow(distance(a,b),2) + pow(distance(b,c), 2)) == int(pow(distance(a,c),2))) {

return true;

}

}

}

}

return false;

}

template <class T>

void printCoorFE(T In) {

printCoor(\*In);

}

int main(void) {

using Point = myPair<int,int>;

Point P1, P2, P3, P4;

int areaMax;

int index;

TVector<Figure<int>\*> vec;

std::string inpt;

//char inpt[20];

int ex = 0;

while (ex == 0) {

std::cin >> inpt;

if (inpt == "add") {

std::cin >> P1 >> P2 >> P3 >> P4;

if(!(isSquare(P1,P2,P3,P4))) {

std::cout << "It`s not a Square\n";

} else {

vec.push\_back(dynamic\_cast<Figure<int>\*>(new Square<int>(P1, P2, P3, P4)));

std::cout << "Square added\n";

}

} else if (inpt == "print") {

std::cin >> inpt;

if (inpt == "all") {

std::for\_each(vec.begin(), vec.end(), [](auto& k){

printCoor(\*k);

putchar('\n');

});

} else {

try {

index = std::stoi(inpt);

} catch (std::invalid\_argument) {

std::cout << "Invalid argument\n";

}

if (index > (vec.size() - 1) || index < 0) {

std::cout << "Invalid index\n";

} else {

printCoor(\*(vec[index]));

std::cout << "centr: " << centr(\*(vec[index])) << '\n';

std::cout << "area: " << area(\*vec[index]) << '\n';

}

}

} else if (inpt == "lessthan") {

std::cin >> areaMax;

if (areaMax < 0) {

std::cout << "Invalid areaMax\n";

} else {

std::cout << std::count\_if(vec.begin(), vec.end(), [areaMax](auto& k) {

return areaMax > area(\*k);

}) << '\n';

}

} else if (inpt == "del") {

if (!(std::cin >> index)) {

std::cout << "Invalid input\n";

}

if (index > (vec.size() - 1) || index < 0) {

std::cout << "Invalid index\n";

} else {

delete vec[index];

vec.erase(vec.begin() + index);

std::cout << "Element was deleted\n";

}

} else if (inpt == "exit") {

ex = 1;

for (int i = 0; i < vec.size();i++) {

delete vec[i];

}

} else if (inpt == "help") {

std::cout << "available command:\n";

std::cout << "\tadd (use with 4 point)\n";

std::cout << "\tprint (use with all or with index)\n";

std::cout << "\tlessthan (use with area you want)\n";

std::cout << "\tdel (use with index)\n";

std::cout << "\texit (if you want to quite)\n";

std::cout << "\thelp (if you want to see this menu again)\n";

} else {

std::cout << "unknown comand(use help)\n";

}

}

return 0;

}

6. Выводы

Вектор - коллекция, которую используют чаще всего. Очень удобно, что у этой коллекции есть такой же оператор operator [], что и у обычного массива. Важно понимать, что вместимость вектора изменяется динамически. Поэтому для этого можно использовать аллокатор. Аллокатор умеет выделять и освобождать память в требуемых количествах определенным образом. Все классы [стандартной библиотеки шаблоно](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D0%B0%D0%BD%D0%B4%D0%B0%D1%80%D1%82%D0%BD%D0%B0%D1%8F_%D0%B1%D0%B8%D0%B1%D0%BB%D0%B8%D0%BE%D1%82%D0%B5%D0%BA%D0%B0_%D1%88%D0%B0%D0%B1%D0%BB%D0%BE%D0%BD%D0%BE%D0%B2)в *STL* управляют памятью с помощью встроенных аллокаторов. Явное задание аллокатора не является обязательным требованием классов-контейнеров библиотеки, однако их можно передавать в конструкторы в качестве параметров [шаблона](https://ru.wikipedia.org/wiki/%D0%A8%D0%B0%D0%B1%D0%BB%D0%BE%D0%BD%D1%8B_C%2B%2B).
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